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ABSTRACT

Navigation in biological mechanisms represents a set of skills needed for the survival of individuals, including target acquisition and obstacle avoidance.

In this article, we focus on the development of a quadruped locomotion controller able to generate omnidirectional locomotion and a path planning controller for heading direction. The heading direction controller is able to adapt to sensory-motor visual feedback, and online adapt its trajectory according to visual information that modifies the control parameters. This allows for integration of sensory-motor feedback and closed-loop control. This issue is crucial for autonomous and adaptive control, and has received little attention so far. This modeling is based on the concept of dynamical systems.

We present experiments performed on a real AIBO platform. The obtained results demonstrate both the adequacy of the proposed locomotor controller to generate the required trajectories and to generate the desired movement in terms of the walking velocity, orientation and angular velocity. Further, the controller is demonstrated on a simulated quadruped robot which walks towards a visually acquired target while avoiding online-Visually detected obstacles in its path.

© 2012 Elsevier B.V. All rights reserved.

1. Introduction

Trajectory generation and modulation are two tightly coupled issues in robotics and animal motor control [1–4], that have not been completely solved in robotics. These notions are central if we consider that online trajectory generation is needed when facing dynamic and partially unknown environments, and there is a continuous online coupling to sensory information.

In this article we address some of the issues related to trajectory generation and modulation. As a main application, we focus the topical issue of robust, flexible quadruped locomotion generation and its modulation to achieve navigation, including omnidirectional locomotion and gait switching. We choose this task because it requires important features of movement control, notably timing, synchronization and behavior integration. Further, target acquisition and obstacle avoidance are important requirements for a legged robot that is expected to be able to navigate in its surrounding environment. Control of omnidirectional locomotion has not been fully explored but it is very relevant in terms of maneuverability.

We assume that despite the final desired behavior complexity, motor behaviors should be built upon small blocks, “motor primitives”, which can be modulated according to small changes of parameter values that explicitly reflect the desired modulation in the final behaviors. Therefore, each motor primitive should have an associated set of parameters, that control the generation and achievement of the desired motor tasks. Further, selection and timing of the appropriate motor primitives, including their superposition, should be easily addressed, from signals that encode the required activity and modulation. This movement decomposition is supported by current neurological and human motor control findings [5–7]. It has been often used in robotics for generating movement [3,5,8–13].

Moreover, from a robotics point of view, the proposed controller has to present some relevant features. Generated trajectories have to be stable and smooth in order to resemble more human-like, to reduce the risk of damage and that of loosing stability.

In order to tackle these challenges, we propose an architecture bio-inspired in the functional model of biological motor systems [14–17], on the use of dynamical systems to model Central Pattern Generators (CPGs) and the path planning controller. A similar architecture for other behaviors is presented in [18]. We also take some bio-inspiration in “motor primitives” and their use to build more complex biological movements [6,7,16], and propose simple dynamical systems that are able to generate discrete and rhythmic motor primitives, and more complex movements through their superposition. This extends related [3,5,10,19,20] and the teams current work [11–13,21,22].

In this contribution, omnidirectional locomotion in a rigid bodied robot is achieved by a combined use of the flap and swing hip joints, based on the ideas of the wheel model [23]. The proposed CPG network structure is well suited for this method since it allows to independently control the step movements of
the different joints while still keeping the intralimb and interlimb coordination.

Further, in this contribution we tackle gait switching according to the speed increase. Similarly to animal gaits, at all walking speeds the onset of swing in a foreleg should occur just after the onset of stance in the ipsilateral hind leg [14], i.e., both the duty factor and the interlimb phase relationships CPG parameters should be continuously changed according to the speed increase.

Gait switching has been previously tackled by Yoneda and Hirose [24], Sano and Furusho [25], Yasa and Ito [26], Inagaki and Kobayashi [27], Hardardson [28], Mchegh and Frank [29], using the wave-gait rule, and also by the team [21]. Because the resultant motor patterns are modulated according to modulation of the CPG parameters, this is easily and straightforward achieved using our formulation.

Finally, the 2D motion of the robot is specified by a path planning controller based on previous work [12,30,31]. An attractor-based dynamics is formulated for the heading direction variable to generate paths that circumnavigate obstacles and find their way to a target. The velocity of the robot is governed by a simple dynamics, that takes into consideration the distance to the sensed target or to the sensed obstacles.

The system is implemented and tested in, both, a simulated environment and the real ERS-7 robot from Sony. The system is able to adapt to sensory-motor visual feedback, and online adapt its trajectory according to visual information that modifies the control parameters. This allows for integration of sensory-motor feedback and closed-loop control. This issue is crucial for autonomous and adaptive control, and has received little attention so far.

The system is implemented and tested in, both, a simulated environment and the real ERS-7 robot from Sony. The robot walks in an environment towards a visually acquired target that may be obstructed by some obstacles. This may oblige to object circumnavigation. The navigation system provides for the modulation of the CPG parameters and the joint movements are generated achieving the necessary motions for circumnavigation and target reaching.

The system is able to adapt to sensory-motor visual feedback, and online adapt its trajectory according to visual information that modifies the control parameters.

However, this is an open loop controller and the generated trajectories are bound to the predefined shape of the CPG solution. The next step is to increase locomotion flexibility by including feedback from sensory information, such that locomotion is adaptively generated according to the environment.

Main contributions are in the expansion of a previously developed CPG framework for the generation and switching among motor behaviors namely omnidirectional locomotion and autonomous obstacle avoidance and target reaching. Further, innovation results from the use of dynamical systems with superimposition of primitives to generate movement which is modulated by sensory information according to the environment, such that action is steered by perception. In addition, navigation was planned within the same framework and the different behaviors were successfully integrated.

This article is structured as follows. We first review recent work on quadruped locomotion using Central Pattern Generators and omnidirectional locomotion. Section 3 describes the mathematical systems used to model a CPG. Then, Section 4 briefly introduces the proposed architecture. The lower level of the proposed architecture is described in Section 5. The second level is presented in Section 6 together with gait transition, omnidirectional locomotion and the corresponding CPG modulation. Section 7 presents the obtained results on the real AIBO robot for several experiments relative to omnidirectional locomotion. Section 8 describes the heading direction control and the experimental evaluation of the overall system. We conclude by discussing the main results we obtained and possible system improvements and extension.

2. State-of-the-art

The study of robot locomotion has always found solutions and inspiration from nature. We believe that in order to devise flexible, adaptive, relevant locomotor models it is imperative to integrate concepts of the vertebrate locomotor generator structure organization, function, components and flexibility. However, our perspective is an engineering one and abstractions are done such that the proposed models are well suited for robots.

In quadruped locomotion the concept of Central Pattern Generators (CPG) has been widely used as a reliable alternative to traditional controllers. CPGs [32] are spinal–neural networks capable of autonomously producing coordinated rhythmic output signals.

There are successful implementations where the CPG has been integrated with sensory feedback [11,13], adaptive rules [33,34] and reflexes [9,19]. Some of these approaches have been developed using dynamical systems theory and coupled oscillators. For an in-depth review see [35].

2.1. Central pattern oscillators as dynamical oscillators

Control approaches based on CPGs and nonlinear dynamical systems are widely used in robotics to achieve tasks which involve rhythmic motions such as biped and quadruped autonomous adaptive locomotion over irregular terrain [9,36], drumming [3], playing with a slinky toy and basis field approaches for limb movements [6].

These systems offer multiple interesting features, which apply well to model CPGs for robotic controllers. All these properties were explored and applied in several works. In [33] the adaptation of these oscillators was explored by developing an online learning system that attempts to minimize the necessary energy for the gait.

In [38] a mechanism that enables to control independently the duration of the swing and stance step phases has been presented, which is fundamental for generating correct locomotor movements for the hip. It also introduces a method for coupling the oscillators, based in the symmetry property of the dynamical oscillators [39]. The work is further extended in [19], where a method for designing CPGs using coupled dynamical oscillators and a systematic manner of adding sensory feedback is presented.

Degallier et al. [10] exhibit the possibility of joining the movements of crawling and feet placement movements, describing the behavior of hand placement for reaching marks on the ground.

In this contribution, we propose an architecture inspired on the ideas described on [5,32] that extends the team related [12,20,40,41] and current work on postural control [11]; gait switching [21]; locomotion-induced head movement minimization [42] and on a drumming task [13]. Previously, the team developed some work in which sensory-motor information has been integrated in a dynamical architecture to generate timed trajectories [12,20]; coordinate robots behaviors [20,40,41]; and achieve steering and obstacle avoidance [12,40].

The proposed architecture integrates sensory-motor skills with obstacle circumnavigation and target reaching. The design of the architecture takes into account experimental knowledge about how the nervous system deals with the control problem in a robust and flexible way [5,7,16,32,43,44]. It is loosely inspired from the biological concepts of CPGs and by the concepts of force fields [6].

The architecture is organized onto hierarchical layers, similarly to the motor control systems involved in goal-directed locomotion in vertebrates. This modularity between the layers enables to achieve independency between them which is adequate for a real implementation of the architecture, from a computational perspective. Higher layers that require more computational power
but with larger time scales, can easily be implemented in external computers and communicate with the robot when needed.

Similar ideas have already been applied by Degallier et al. [10] for the generation of other behaviors, namely in drumming and in switching between crawling and reaching. Herein, we further explore this idea for the generation and switching among motor behaviors continuing our previous work [13]. Further, the system is able to autonomously detect and reach a target while avoiding obstacles in its path, modulating the generated trajectories as required.

However, to the best of our knowledge, omnidirectional locomotion has not been addressed in the framework of dynamical systems with superimposition of primitives. The proposed work tries to serve this purpose by creating systems that autonomously bifurcate from single point attractors for discrete movements (fixed points) to limit cycles for rhythmic movements, or simply by modulating the rhythmic movement, when sensory information is used to steer action. Small changes of the CPG parameters modulate the desired trajectories and the resultant motor patterns. This modulation is encoded in high level operational locomotion parameters, as the desired walking orientation, translational speed and angular velocity of the desired motion, similarly to signals derived from the brainstem of biological systems [17]. Further, these signals reflect the requirements of the surrounding environment. The current sensorial context specifies the required motor behavior in a very simplistic form, considering target reaching and obstacle avoidance, similarly to the biological systems. Additionally, the path is flexibly chosen and depends on the surrounding environment and robot state.

The obtained results demonstrate both the adequacy of the proposed locomotor controller (1) to generate the required coordinated trajectories for locomotion; (2) to modulate the generated motor patterns according to a velocity increase; (3) to achieve omnidirectional locomotion in terms of the walking velocity, given orientation and angular velocity; and (4) to navigate in the sensed environment. Further, the switch among the different motor programs was smooth and easily elicited according to visual sensory information.

This contribution represents a step forward in the attempt to achieve flexible, natural and adaptive goal-directed locomotion. It is simpler when compared to other solutions [9], enables us to elicit behavior switching, provides for a functional description, and enables the possibility of performing steps in any direction. The system navigates in its environment relying upon sensory information visually acquired.

### 2.2. Omnidirectional locomotion

Quadruped omnidirectional locomotion has been achieved through several methods. The most usual method for achieving omnidirectional motion is planning the footholds and gaits through the use of inverse kinematics and body dynamics [45-47]. A parameterizable omnidirectional walk can also be found in [23], where optimization was used to find the best parameters for the leg motions [48,49]. These gaits are optimized for one type of motion, typically performing poorly on others.

Omnidirectional path following was successfully achieved in [50], by optimizing the parameters simultaneously for all directions of motion and turning rates. They implemented on the controller the learning of a very high-dimensional policy, through dimensionality reduction, constructing low-class policies in the space of the controllers.

There are a couple of implementations of CPG based controllers where quadruped steering is achieved, but not omnidirectional locomotion. Tsujita et al. [51] proposed a dynamic turning control system for a quadruped robot by using nonlinear oscillators. The suggested steering approach is not suitable for the AIBO robot which has a rigid body. Kimura et al. [52] designed a locomotor controller based on neural systems and integrated it with a new navigation controller in order to achieve the turning motion. However, their steering approach is specific for a quadruped robot with yaw joints on the legs.

Omnidirectional locomotion by neural oscillator networks is presented in [53] and demonstrated in 6- and 8-legged robots. It describes modular neural control structures, consisting of three different functional modules, utilizing discrete-time neurodynamics, capable of performing omnidirectional walking as well as reactive behavior. An extension of this work addressing sensory-motor control and movement generation is proposed in [54]. The work is quite similar to the one in this article: a CPG approach for locomotion generation, modulated through a descending signal p, which is changed based on sensory information.

On the contrary, the presented controller and omnidirectional method for locomotion is not exclusive for the AIBO platform, but further it is also applicable to any robot with similar limb configurations.

In the following we briefly discuss the used dynamical systems.

### 3. Dynamical system

Consider a nonlinear dynamical oscillator, containing a supercritical Hopf bifurcation, given by the following differential equations

\[
\dot{x} = \alpha (\mu v - r^2) (x - O) - \omega z,
\]

\[
\dot{z} = \alpha (\mu v - r^2) z + \omega (x - O),
\]

where \( r = \sqrt{(x-O)^2 + z^2} \) and \( x, z \) are state variables.

This nonlinear oscillator contains a Hopf bifurcation such that the solution bifurcates to either a stable fixed point at \( (x, z) = (O, 0) \) (for \( \mu v < 0 \)), or to a structurally stable harmonic oscillation around \( (x, z) = (O, 0) \) (for \( \mu v > 0 \)). Herein, only parameter \( v \in [-1, 1] \) is used to control these bifurcations, while \( \mu > 0 \) is guaranteed. Speed of convergence is given by \( \frac{1}{2 \mu v^2} \). These solutions are depicted in Fig. 1.

Oscillation frequency is specified by \( \omega > 0 \) (rad s\(^{-1}\)). Amplitude of the oscillations (limit cycle radius) is given by \( \sqrt{\mu} \). Variable \( O \) is used to control the x solution offset.

The limit-cycle rotates clockwise or counterclockwise if \( \iota = -1 \) or \( \iota = 1 \), respectively (Fig. 1). This change in the limit-cycle’s direction results in the inversion of the solutions in time.

Finally, this oscillator is able to modularly generate trajectories that can be summarized as follows

1. a discrete movement to an offset, if \( v = -1 \);
2. a rhythmic movement around a offset, if \( v = 1 \);
3. and the superimposition of both movements, resulting in a more complex movement, if \( v = 1 \) and the offset is defined as a time-changing variable such as the state variable of another dynamical system. These ideas were further explored in [10,13].

These different type of trajectories allow us to generate a myriad of movements, including those of locomotion.

### 3.1. Properties

This oscillator has many useful properties for CPG based controllers and for the online generation of trajectories on robotic applications. Trajectories are generated online and in real time with a low computational cost. Further, the intrinsic robustness of the oscillator to small perturbations allows the inclusion
of feedback mechanisms to close the control loop, as shown in [19], and ensure robust control of the movements in time-varying environments [11,13]. Furthermore, the modulation of the generated trajectories with respect to their amplitude, frequency (for speed change), activation and offset, is carried out explicitly through the specification of a small set of parameters. The outcome of small changes in parameters results in straightforward and smooth modulation of the trajectories. It also allows for a distributed organization due to its entrainment properties.

Fig. 2 demonstrates the parameters’ roles in the generated trajectories and in their modulation.

In (panel A), there is a discrete movement towards the offset parameter (dashed green line). Since \( \nu = -1 \), the rhythmic movement is off. Rhythmic movement is turned on at \( t = 0.8 \) s (panel B). The \( O \) parameter is also changed doing changes the offset of the rhythmic movement. This superposition of discrete and rhythmic movement is verified in both panels (B) and (D).

In panel (C), small changes of the \( \omega \) parameter modulates the generated trajectories in frequency. Further, note the fast but smooth amplitude modulation of the generated trajectories according to small changes in the \( \mu \) parameter. The oscillator promptly changes the frequency and amplitude of the generated solutions, resulting in smooth and responsive trajectories. In (D) the oscillator is inverted.

The system is able to generate motor patterns without sensory feedback and without any rhythmic inputs, when activated by simple commands that encode their rhythmic activation, frequency and amplitude. These features are similar to their biological counterparts.

This dynamical oscillator is well suited for distributed use. This aspect will be explored to create an organized network of oscillators that will result in a CPG, and further, a network of CPGs that results in the locomotor controller. By coupling or synchronizing several oscillators, it allows for a flexible coordination between the trajectories of the robot joints.

3.2. Independent control of oscillator phase durations

The oscillator described by Eqs. (1) and (2) generates an \( x \) oscillatory trajectory in which the ascending and descending parts have equal durations. In order to achieve an independent control of the duration of these parts, we employ the following equation proposed by Righetti and Ijspeert [19].

\[
\omega = \frac{1-\beta}{\pi} \omega_{sw} + \frac{\omega_{sw}}{\pi} e^{\omega t + 1} + \frac{e^{\omega t + 1}}{\omega_{sw}},
\]

where \( \omega \) alternates between two different values, \( \frac{1-\beta}{\pi} \omega_{sw} \) and \( \frac{\omega_{sw}}{\pi} \), depending on the value of the \( z \) variable. Variable \( \beta \in [0, 1] \) is the duty factor, the proportion of support phase to the gait period.

For \( \beta = 1 \), if \( z < 0 \), \( x \) solution is in the descending part of its movement. If \( z > 0 \), \( x \) solution is in the ascending part of its movement. By changing the frequency value in each part of the \( x \) solution, we are able to independently control the duration of each part. The alternation speed between these two values is controlled by \( a \). For further details see [19].

4. CPG architecture

The proposed architecture is bio-inspired in the vertebrate biological motor systems [14–17], and is structured in two functional hierarchical layers according to their level of abstraction [18], similar to the motor control systems involved in goal-directed locomotion in vertebrates. Fig. 3 presents a schematic of the proposed architecture.

The lower level addresses the role of the spinal cord and generates the motor patterns by networks of Central Pattern Generators (CPGs) [32,55]. The concept of biological CPG includes the idea of hierarchical organized unitary oscillators: the unit-CPGs. A single unit-CPG controls and activates the antagonistic muscle pairs, controlling the movements of a single joint. Movements of a limb are controlled by a limb-CPG, composed by a group of coordinated unit-CPGs within a limb. These are coordinated in a flexible way to provide many activation patterns in a single limb.

Based on previous work [11,13,21,22], we apply (oscillator-based) differential equations to model a network of four coupled limb-CPGs. These systems are solved using numerical integration and sent to the lower level PDs of the joints.

The second layer models very basically the brainstem command centers for initiating, regulating and stopping CPGs activity and therefore initiate a walking gait, switch among gaits, control the direction of movement and stop the locomotion. This layer receives the desired robot angular velocity, the robot walking orientation and a modulatory signal which strength encodes the desired duty factor and outputs the set of CPG parameters: frequency, amplitude and relative phases. By sending these at the right timing to the lower level, it results in the modulation of the generated trajectories and thus in different motor behaviors. A smooth behavior switch and behavior modulation is therefore achieved which can be elicited according to sensory information.
Fig. 3. Proposed architecture based on a CPG network. Each CPG has a set of parameters that specify the limb movement.

5. Lower level

5.1. Unit-CPG

Inspired by neurobiology we named of unit-CPG the Hopf oscillator given by Eqs. (1)–(3) (described in Section 3). The generated $x$ solution of this nonlinear oscillator is used as the control trajectory for a hip joint of the robot limbs. These trajectories encode the values of the joint’s angles ($\theta$) and are sent online to the lower level PID controllers of each hip joint.

Herein, we consider that the descending phase of the $x$ trajectory when $i = 1$ corresponds to the stance step phase in which the limb moves backwards, and the hip swing joint value is decreasing, thus propelling the robot forward. The ascending phase is the movement that places the foot in a more advanced position, ready for the next step, and corresponds to the swing step phase. This is depicted in Fig. 4(a).

Changes in the limit cycle direction, through parameter $i$, result in changing the step stance phase between descending ($i = 1$, counterclockwise limit cycle) and ascending ($i = −1$, clockwise limit cycle) phases of the $x$ trajectory. The swing phase is descending when $i = −1$ and ascending for $i = 1$.

For all conditions, when $z < 0$ the limb is executing the swing step phase. When $z > 0$ the limb is executing the stance step phase (Fig. 4(b)).

In quadruped locomotion, an animal changes its velocity by increasing or decreasing the number of steps per second. The two main phases of the movement can be unequal: the swing phase duration (extension) keeps approximately constant, whereas the stance phase (flexion) varies in duration from a slow walk to fast running, a trot or a gallop [16].

By controlling the durations of the ascending and descending phases of the $x$ trajectory, we are controlling the durations of the swing and stance step phases. This enables controlling the duty factor ($\beta$) of the generated trajectories by keeping the swing frequency constant ($\omega_{sw} = \frac{\pi}{T_{sw}}$) and changing only the stance duration, thus achieving different quadrupedal gaits.

Each unit-CPG takes a set of parameters for the modulation of the generated trajectories for the specified joint, as follows:

Fig. 4. Stance and swing phases for $i = 1$. (a) The robot is pushed forward. The corresponding movement of the descending trajectory is the movement of pushing the robot forward. (b) $x$ (solid red line) and $z$ (dashed green line) trajectories. $x$ trajectory (solid red line) is the control policy for the hip swing joint of the robot. When $z < 0$ ($z > 0$), the robot is performing the swing (stance) phase movement. (For interpretation of the references to colour in this figure legend, the reader is referred to the web version of this article.)

- $\nu \in \{-1, 1\}$, switches on/off the rhythmic trajectory;
- $\mu > 0$, modulates the amplitude of oscillations ($\sqrt{\mu}$);
- $i \in \{-1, 1\}$, modulates the direction of the trajectories;
- $\beta \in [0, 1]$, changes the walking velocity since it controls the stance duration of the generated movement.

These parameters are not hand tuned but rather their values are specified by the mechanism presented in the next sections, controlling the parameters for the different motor programs. The parameters $\alpha$, $\omega_{sw}$ and $a$ are set a priori. Parameter $\omega_{sw}$ specifies the swing phase duration, which is kept constant. Its value depends on the desired speed of movements and on the robotic platform.

5.2. Limb-CPG

To ensure a proper synergy of movements in all joints within a limb, it is required that these movements are expressed correctly, with coordinated step phases in all limbs in order to result in a step.

This intralimb coordination is achieved by a limb-CPG$^1$ that controls and coordinates the different joint movements in a single limb. It is composed by an activation unit for the knee joint and a pair of unit-CPGs: one controlling the hip swing joint (denoted by subscript $s$) and the other controlling the hip flap joint (denoted by subscript $f$). Each of these generate the trajectories for the knee, hip swing and hip flap joints, respectively (Fig. 5).

An important property of dynamical oscillators is that they are suitable for distributed organizations. Considering that a unit-CPG is controlling a joint, coordination of the DOFs within a limb is achieved by coupling, in a given manner, the dynamics of each unit-CPG within the same limb. These couplings ensure that the joint within a limb stays synchronized.

Specifically, when a swing joint is in the limb swing phase, the corresponding flap joint should also be in the limb swing phase; independently of their individual limit cycle directions. Thus, each flap unit-CPG is unilaterally coupled to the corresponding limb swing unit-CPG. This is achieved by changing the flap’s $z$ differential equation (1) as follows,

$$\ddot{z}_f = \cdots + \frac{Z_s}{T_s},$$

where $\kappa$ is the coupling strength. The unit-CPGs are coupled through $z$ because this allows the simplest coupling method, where

$^1$ CPG and limb-CPG are interchangeable terms throughout this article. Both terms refer to the locomotor CPG that controls the movement of a limb in a quadruped mammal.
it is possible to independently control the directions of oscillations on both unit-CPGs.

This unidirectional coupling also makes sense when considering the findings and ideas from the distribution of the spinal locomotor CPGs [55]. Leading oscillators (hip swing unit-CPGs), entrain less excitable oscillators (hip flap unit-CPGs).

5.3. Knee control

The knee joints are controlled as simply as possible, according to the corresponding hip swing joint. When the limb performs the swing phase, the knee flexes to a fixed angle $\theta_{sw}$. When performing the stance phase, the knee extends to another fixed angle $\theta_{st}$.

This discrete motion is generated by

$$\dot{y} = v$$

$$\ddot{v} = -\frac{b^2}{4}(y - g) - bv$$

whose stable solutions converge asymptotically and monotonically to a goal fixed point $g (= \theta_{st}, \theta_{sw})$. Relaxation is controlled by parameter $b$.

The state variable $y$ is the control trajectory for the knee and follows the value of $g$. Because the knee movement is modeled by a differential equation, the solution of the system smoothly adapts to the g parameter variations. Herein, this is specially important, since $g$ corresponds to the angles that the knee joints should have. These are not fixed but change between two fixed values, accordingly to the current limb step phase, as follows:

$$g = \frac{\theta_{st}}{e^{-\alpha_t} + 1} + \frac{\theta_{sw}}{e^{\alpha_t} + 1}. \tag{7}$$

If $z_2 < 0$, the limb is in the swing phase and the knee flexes to $\theta_{sw}$. If $z_2 > 0$, the limb is in the stance phase and the knee joint extends to $\theta_{st}$. As $g$ is a stable, globally attractive point, no stability problem will occur for any value of $g$. Thus, each time $g$ is changed to any of these values according to the current limb step phase, the system is attracted to the new goal $g$ and modifies the resulting position $y$, generating a discrete movement towards $g$.

We achieve a continuous velocity since we apply a second order system to generate the knees’ movement. This control of the knee movement allows a greater clearance when the limb describes the swing phase.

5.4. CPG network

In order to generate the adequate stepping sequence, the four CPGs must be coordinated. This interlimb coordination is achieved by bilaterally coupling among each other the swing and flap unit-CPGs, ensuring a correct coordination between the limbs (Fig. 6).

### Table 1

<table>
<thead>
<tr>
<th>$i$</th>
<th>$j$</th>
<th>$\theta_{ij}^\prime$</th>
</tr>
</thead>
<tbody>
<tr>
<td>LF</td>
<td>RF</td>
<td>$-\pi$</td>
</tr>
<tr>
<td>LF</td>
<td>LH</td>
<td>$-\psi_{RH}+2\pi$</td>
</tr>
<tr>
<td>LF</td>
<td>RH</td>
<td>$(-\psi_{RH} + 0.5)2\pi$</td>
</tr>
<tr>
<td>RF</td>
<td>LH</td>
<td>$(-\psi_{RH} + 0.5)2\pi$</td>
</tr>
<tr>
<td>RF</td>
<td>RH</td>
<td>$(-\psi_{RH} + 1)2\pi$</td>
</tr>
<tr>
<td>LH</td>
<td>RH</td>
<td>$\pi$</td>
</tr>
</tbody>
</table>

Unit-CPGs are coupled as follows

$$\left[\begin{array}{c}
\dot{x}_{p,i} \\
\dot{y}_{p,i}
\end{array}\right] = \cdot \cdot \cdot + \sum_{j \neq i} \kappa_{ij} \cdot \left[\begin{array}{c}
R(t_{p,i} \theta_{ij}^\prime) \\
\frac{\dot{r}_{p,j}}{z_{p,j}}
\end{array}\right],$$

where $p \in \{s, f\}$, represents the respective joint’s unit-CPG, and $i$ and $j$ represent the limb $\{LF, RF, LH, RH\}$.

Parameter $\kappa_{ij}$ specifies the coupling strengths from $p$ to $i$ unit-CPGs. This is useful when it is necessary to detach a specific limb from the others, and perform tasks other than walking. We normalize the coupling contributions, minimizing the effects of the different amplitudes of the other unit-CPGs. The parameter $\lambda_{p,i}$ is used to enable a correct coupling between unit-CPGs with different directions.

The rotation matrix $R(\theta_{ij}^\prime)$ rotates the linear terms onto each other, where $\theta_{ij}^\prime$ is the required relative phase between $i$ and $j$ oscillators to perform a certain gait.

These relative phase relationships between the oscillators can also be calculated according to the gaits’ relative phases. The gait relative phase of leg $i$, $\psi_i$, is the time elapsed from the setting down of an arbitrary reference limb (herein chosen as the left forelimb), until the foot of leg $i$ is set down, given as the fraction of the cycle time. Relative phase relationships are given by

$$\theta_{ij}^\prime = (\psi_i - \psi_j)2\pi. \tag{9}$$

In this work, we only address symmetric gaits, which always have $\psi_{RF} = 0, \psi_{LF} = 0.5$, and $\psi_{RH} = \psi_{LH} = 0.5$. By substituting these values onto (Eq. (9)), it is possible to express the oscillators relative phases $\theta_{ij}^\prime$ in terms of the gait phase $\psi_{RH}$, as presented in Table 1 ($\theta_{ij}^\prime = -\theta_{ij}^\prime$). Interlimb coordination can then be achieved by specifying only the gait phase $\psi_{RH}$. Typically, $\psi_{RH} = 0.5$ and $\psi_{RH} = 0.75$, for trot and walk, respectively.

The final network of CPGs (Fig. 6) has controlled phase relationships and is able to generate complex, synchronized rhythmic patterns; discrete movements and a combination of both in a stable and flexible way. Due to the properties of this type of coupling among oscillators, the generated trajectories are smooth, stable and robust to perturbations; and thus ideally suited for trajectory generation in a robot.

This network constitutes the layer one of the proposed architecture (Fig. 3). It receives from the upper level the required parameters that specify and modulate in a simple and straightforward manner the generated trajectories. Each CPG receives two sets of $v, \mu, i$ and $O$ parameters (one set for each unit-CPG). Also, the coupling among CPGs is specified by parameters $\kappa_s$, $\kappa_f$ and $\kappa$ for swing and flap unit-CPGs and knee activation units, respectively. Parameters $\beta$ and $\psi_{RH}$ are the same for all unit-CPGs.

This structure also allows omnidirectional locomotion because it is possible to independently control the step movements of the different joints and still maintain the intralimb and interlimb coordination.

6. Second level

The second layer models very basically the brainstem command centers for initiating, regulating and stopping the CPGs activity of
Fig. 6. Structural view of the CPG network. The swing unit-CPGs are bilaterally coupled among each other, as well as the flap unit-CPGs (dashed arrows). The swing unit-CPGs are unilaterally coupled to the corresponding flap unit-CPGs (solid arrows). This level receives the required parameters from the upper level.

the lower layer. It is responsible for selecting a motor program (MP) and for determining and sending the corresponding MP parameters for the lower level at regular time intervals such that the desired task is achieved.

The MPs' parameters are the inputs of the four limb-CPGs, and are the control parameters required for generating movements. As they may be defined relatively to the environment, according to the time-varying sensory, movements are generated adapted to the environment and allow for coordination and timing as well as behavior selection.

To perform omnidirectional locomotion, the robot must be able to move to any point of interest, with a given translation speed, a turning rate \( \phi \) and walking orientation \( \phi_{\omega} \) (Fig. 8). But the increase in the locomotion speed represents a change in the type of gaits from walk to trot, with a corresponding variation in the required interlimb relationship. We have tackled separately these issues, considering each issue as an individual MP. Thus, we define four MPs: initiating locomotion, gait transition, stop locomotion and omnidirectional locomotion (steering).

Modulation happens at the level of the CPG parameters: \( v \) for stopping/initiating locomotion; \( \mu \), that modulates the amplitude of the unit-CPG solution; duty factor \( \beta \) for adjusting frequency; gait phase \( \phi_{\omega} \) for adjusting interlimb coordination; and \( \iota \), to modulate the direction of the unit-CPG solution.

These different MPs and the corresponding modulation are explained in detail bellow.

6.2. Omnidirectional locomotion

In order to achieve omnidirectional locomotion on our robotic platform, we base ourselves on the wheel model presented in [23]. Basically, it assumes that each foot performs a step with a specified direction and length, and that the overall propulsion of the steps results in the desired robot motion. Hence, the feet move on a certain locus, considering the limb as a small wheel, describing a circular movement during a step in a vertical plane with a specific direction. By controlling the orientation of this plane it is possible to control the step orientation and therefore the robot movement.

For performing a step with a specified orientation and length it is necessary to combine the feet movements on the sagittal and transverse plane. If feet movements are only in the robot sagittal plane, the robot moves straight: forward or backward. When feet movements are only in the robot transverse plane, it moves sideways. Movement in any direction is achieved by superimposing the movements of a foot on these two planes.

On the AIBO robot, the movements on the sagittal and transverse planes are controlled by the hip swing and hip flap joints, respectively. 7.

Fig. 7 shows some possible combinations of step directions and the resulting robot movement.

The robot rotates in the spot in (a). All flap joints rotate the robot to the right, with fore and hind flaps moving in opposite directions, and the swing joints maintaining the robot in place. The robot steers right while walking forward in (b). The fore flap joints make the robot front move to the right, while the hind flap joints move the robot back to the left. All the swing joints propel the robot forward. This superposition of movements steers the robot right while walking forward.

When the flap joints make the robot move to the left and the swing joints propel it forward, the robot moves straight diagonally to the right (c).

The robot moves to the right in (d), because only the flap joints are employed to propel the robot.

By independently generating movements for the hip swing and flap joints, we are able to generate the desired movements in the sagittal and transversal planes, and thus a step with a certain direction and velocity.

Velocity of a step can be changed by either adjusting the stance phase duration or the step length. However, stance phase duration must be the same for all the limbs for proper expression of the gait. We must then change the step length in sagittal and transversal planes for each leg, enabling achieving the desired step direction and velocity: steps with greater length propel the robot with greater velocity, and it is the opposite for smaller step lengths.

The wheel method is well suited for the proposed CPG network since both the step direction and length in the sagittal and transverse planes can be controlled independently for each
velocity of each limb. The set trajectories will not describe ideal circles having a certain common point, where the translation speed is zero, i.e., the instantaneous center of rotation (ICR), it is possible to find the trajectory of any point of the robot when performing such rotation. For the robot to move around a certain ICR, each limb should perform a step of proportional size into a suitable direction, tangential to the circle with radius $r = \frac{v_{\text{ref}}}{\dot{\varphi}}$, around the rotation center (Fig. 8).

When moving forward ($\dot{\varphi} = 0$) the ICR is located at infinity.

From the ICR we are able to ascertain the movement for each limb. These trajectories will not describe ideal circles having the ICR as common centers, but instead approximate straight tangential trajectories.

By applying trigonometry, the amplitudes for hip swing ($s$) and hip flap joints ($f$) are given as follows, according to the walking velocity ($v_{\text{ref}}$), desired angular velocity, $\dot{\varphi}$ and the desired walking orientation $\phi_w$:

$$A_{s,i} = A_{\text{ref}} \frac{\dot{\varphi} Y_i - v_{\text{ref}} \cos(\phi_w)}{v_{\text{ref}}}$$

$$A_{f,i} = A_{\text{ref}} \frac{-\dot{\phi} X_i + v_{\text{ref}} \sin(\phi_w)}{v_{\text{ref}}}$$

where $(X_i, Y_i)$ are the limb $i$ coordinates in the robot reference frame. $v_{\text{ref}}$ is an approximate obtained velocity when using a reference amplitude $A_{\text{ref}}$ and the desired duty factor $\beta$ (encoded in $m$). $v_{\text{ref}}$ can be calculated from the duration of the propulsion phase ($T_{\text{st}}$) and the length of the step ($l_{\text{st}}$),

$$v_{\text{ref}} = \frac{l_{\text{st}}}{T_{\text{st}}}$$

The length of the step can be roughly deduced from the length of a limb ($l_{\text{limb}}$) during the stance phase and the full amplitude of the locomotor movements ($2A_{\text{ref}}(\text{deg})$), as $l_{\text{st}} = 2l_{\text{limb}}A_{\text{ref}}$.

$A_{\text{ref}}$ is an amplitude value set a priori, when tuning the parameters for locomotion. Since it is the value from where the chosen amplitude will revolve, it must be suitable for the robotic platform, with the possibility to be increased and decreased without impairing locomotion.

CPG parameters have to be set such that small parameter changes modulate the generated trajectories. Therefore, for each of these unit-CPGs, a mechanism must determine their parameter values according to their roles in the final modulation. $A_{\text{i.e}}$ and $A_{\text{f.j}}$ encode all the information needed to parameterize the CPGs, as demonstrated next.

6.3. CPG modulation

6.3.1. Initiating/Stopping locomotion

Qualitatively, by modifying on the fly the $\nu$ parameter, the system (Eqs. (1) and (2)) switches between a stable fixed point at $x = 0$ (for $\nu = -1$) and a purely rhythmic movement (for $\nu = 1$). Hence, the $\nu$ parameter controls whether or not there are oscillations generated by the unit-CPG and thus, locomotion generation. We consider that for $\nu = -1$ the generated movement (that is relaxation to the fixed point) is in fact a discrete movement. The fixed point could be an offset that changes if it becomes the state variable of another dynamical system [13].

The $v_{p,i}$ parameters are set according to the modulatory drive, $m$, and to $A_{p,i}$, as follows:

$$v_{p,i} = \begin{cases} -1, & m < m_{\text{low}} \lor |A_{p,i}| \leq 0.5 \\ 1, & m \geq m_{\text{low}} \land |A_{p,i}| > 0.5 \end{cases}$$

where $p \in \{s, p\}$, and $i$ represents the limb $\in \{\text{LF, RF, LH, RH}\}$. A dead zone is defined such that when the amplitude of the movement is negligible, the unit-CPG oscillatory behavior is turned off. Below a lower threshold, $m_{\text{low}} = 0.2$, the oscillators are shut down and the robot rests.

For example, consider a situation in which the robot walks straight forward ($\phi_w = 0^\circ$) during 2.5 s and then a command of $\phi_w = 90^\circ$ is given for the robot to propel to the left. Such a trajectory corresponds to the following sets of values of the CPG parameters.

Fig. 9 shows forelimb trajectories. During the first 2.5 s, the swing joints perform the locomotor movements, pushing the robot forward ($v_{l,\text{lf}}, v_{l,\text{rf}} = 1$). The flap joints do not move because they are not needed for propelling the robot straight forward ($v_{s,\text{lf}}, v_{s,\text{rf}} = -1$). After $t = 2.5$ s, the swing joints’ rhythmic movements stop ($v_{s,\text{lf}}, v_{s,\text{rf}} = -1$) and the flap joints start to move ($v_{s,\text{lf}}, v_{s,\text{rf}} = 1$), indicated by a large vertical line.
6.3.2. Robot velocity modulation

The robot velocity is changed by changing the duty factor $\beta$, which results in controlling the stance phase duration: a smaller stance phase duration results in a higher velocity.

As the modulatory drive increases in strength, the duty factor $\beta$, linearly decreases from 0.89 (for the crawl gait) to $\beta = 0.5$ (for the trot gait). The duty factor is mathematically defined as a piecewise linear function of the modulatory drive

$$
\beta = \begin{cases} 
0.89, & m < m_{\text{low}} \\
-0.1667m + 0.9167, & m_{\text{low}} \leq m < 2.5 \\
0.5, & m \geq 2.5.
\end{cases} 
$$

This function presents a saturation for $\beta = 0.5$ because the robotic platform cannot perform faster gaits.

6.3.3. Interlimb coordination modulation

In this work, we want that in between $m_{\text{low}} \leq m < 1$, the robot gradually increases its speed from a slow walk but without adjusting the phase relationships. For a $\beta$ ranging between 0.89 and 0.76, the robot presents a non-singular crawl with a constant gait phase $\psi_{\text{gL}} = 0.75$.

For $1 \leq m < 2.5$, the crawl slowly transfers into a trot but adjusting the phase relationship accordingly. For that, we apply the wave gait rule [21,27,29] for a quadruped: $\psi_{\text{gL}} = \beta$. In the resulting gait, subsequent legs are lifted closely after previous ones are set down, such that the time difference between the two events is equal to zero. Hence, $m$ modulates the gait phases by specifying the gait phase $\psi_{\text{gL}}$ (Eq. (15)) as follows:

$$
\psi_{\text{gL}} = \begin{cases} 
0.75, & m < 1 \\
-0.1667m + 0.9167, & 1 \leq m < 2.5 \\
0.5, & m \geq 2.5.
\end{cases} 
$$

The gait phase remains in $\psi_{\text{gL}} = 0.5$ for values of the modulatory drive greater than 2.5, that correspond to a $\beta = 0.5$. The robot is then with a trot gait.

6.3.4. Amplitude

Each unit-CPG amplitude is modulated such that the corresponding controlled foot describes a step with the correct step length, and thus the correct velocity. The $\mu$ parameter modulates the amplitude of each hip swing and flap unit-CPG, according to the $A_{s,i}$ and $A_{f,i}$ values, as follows ($p = \{s,f\}$):

$$
\mu_{p,i} = A_{p,i}^2.
$$

6.3.5. Step direction

The signs of $A_{s,i}$ and $A_{f,i}$ hold the information on the direction for the step movements of each unit-CPG.

<table>
<thead>
<tr>
<th>$A_{s,i}$</th>
<th>$A_{f,i}$</th>
<th>$A_{s,LH}$</th>
<th>$A_{s,RH}$</th>
</tr>
</thead>
<tbody>
<tr>
<td>$A_{s,i} &gt; 0$</td>
<td>$A_{f,i} &gt; 0$</td>
<td>$A_{s,LH}$</td>
<td>$A_{s,RH}$</td>
</tr>
<tr>
<td>$A_{s,i} &lt; 0$</td>
<td>$A_{f,i} &gt; 0$</td>
<td>$A_{s,LH}$</td>
<td>$A_{s,RH}$</td>
</tr>
<tr>
<td>$A_{s,i} &gt; 0$</td>
<td>$A_{f,i} &lt; 0$</td>
<td>$A_{s,LH}$</td>
<td>$A_{s,RH}$</td>
</tr>
<tr>
<td>$A_{s,i} &lt; 0$</td>
<td>$A_{f,i} &lt; 0$</td>
<td>$A_{s,LH}$</td>
<td>$A_{s,RH}$</td>
</tr>
</tbody>
</table>

Limit cycle direction is specified by the value of $\iota$. Basically, changing the limit cycle direction is changing whether the step stance phase is controlled by the ascending ($\iota = -1$) or descending phase ($\iota = 1$) of the x trajectory.

When the robot walks forward ($A_{s,i} > 0$), all the swing unit-CPGs have $\iota = 1$, performing the stance phase during the descending trajectory of the movement. When the robot walks backwards ($A_{s,i} < 0$), the opposite happens, and the unit-CPGs have $\iota = -1$, performing the stance phase during the ascending trajectory.

Due to the robot's flap joints configurations other rules are required. When walking right ($A_{f,i} > 0$) and during the stance phase, the left joints perform the ascending trajectory and the right joints perform the descending trajectory. The opposite happens when walking left ($A_{f,i} < 0$).

Table 2 shows the assigned values of $\iota$ according to this set of rules, depending on the swing and flap amplitudes.

Consider that the robot is walking left ($\phi_{\text{w}} = 90^\circ$). Only the flap unit-CPGs generate the rhythmic trajectories with the directions given in Table 2. The contralateral flap joints perform trajectories with inverted directions (Fig. 10).

Results show that by online modifying the CPG parameters we are able to modulate in real time the generated trajectories which end up in a smooth adaptation of the robot behavior. Further, despite fast parameter changes, the generated trajectories remain smooth.

7. Omnidirectional walking Experiments

Several experiments were performed to verify the adequacy of the locomotor CPG network both to movement generation, velocity change, to achieve omnidirectional locomotion and to verify if the resulting robot motion matches the desired, specified high level commands, i.e., walking velocity, walking orientation and angular velocity. Experiments were performed both on the webots robotics simulator and on the real AIBO robotic platform. Many possible
motions were experimented over several runs by specifying different angular velocities and walking directions. Experiments were carried with a walking direction $\phi_w \in [0, 360]^{(\circ)}$ steps of $5^{\circ}$, and angular velocity $\phi \in [0, 0.5]$ (rad s$^{-1}$) in steps of 0.03 rad s$^{-1}$.

Due to space constraints, we only depict four experiment results obtained with the real platform. Firstly, the robot walks forward and steers with a given angular velocity. Secondly, the robot walks diagonally with a given walking orientation. Next, the robot walks sideways. Fourthly, the robot moves diagonally while steering with a given angular velocity.

The AIBO dog robot is an 18 DOFs quadruped robot made by Sony. Unlike its natural counterpart this robot has three joints per limb, with different configurations of a real dog limbs. Besides, the robot body and limbs are rigid with non-compliant servo joints. The joints are stiff, without any elasticity, and their position is specified by an angle value.

We set the frequency to $\omega = 6.28$ rad s$^{-1}$ in regards with the motor limitations. Further, the dynamical parameters controlling the speed of convergence of unit-CPGs were set to $\frac{1}{\omega \mu} = 0.01$ s, in regard to stability during the integration process and to feasibility of the desired trajectories.

At each sensorial cycle, dynamic equations are calculated and numerically integrated using the Euler method with a fixed time step of 1 ms, thus specifying servo positions. The robot control loop is measured and has 8 ms.

Experiments with the robot were carried on a flat environment with a grid of markers, spaced 20 cm apart. This grid enabled us to visually measure the performed path, comparing it with the expected path, to measure the achieved translational speeds, angular velocities and walking directions.

We do not expect precise and exact motions, since the CPG approach is not intended for such a goal. We expect that the overall motion of the robot respects the specified motion commands within an acceptable but marginal error margin, specially because in this work the CPG based controller is open-loop and disregards physical effects and other disturbances. These should be used to improve the locomotion’s performance.

7.1. Steering

We start by verifying the steering behavior, with a desired angular velocity. In this experiment, the robot walks forward, $\phi_w = 0^\circ$, with an angular velocity $\dot{\phi} = -0.21$ rad s$^{-1}$. The modulatory drive is set to $m = 2.5$, performing a trot gait ($\beta = 0.5, \phi_p = 0.5$), where the diagonal limbs are in-phase and the stance and swing phases have equal durations. For the given $\beta$, the robot velocity is approximately $v_{\text{ref}} \approx 5.7$ cm s$^{-1}$. The robot is expected to perform a circle with a radius of $r_{\text{CR}} \approx 27$ cm.

Fig. 11 presents an image composition of the experiment. It is possible to verify that the robot performs a full circle with an approximate radius of 25 cm, a marginal error when compared to the overall setup dimensions. This error is both due to the physical effects, error measurements and the open loop nature of the proposed controller.

Fig. 12 depicts actual trajectories recorded from the joints encoders and planned trajectories $x_i$ of all limb joints. Trajectories were generated as expected. Because the robot is steering right, amplitudes for the right swing joints (green and red lines) are smaller than those for the left swing joints (yellow and blue lines).

In-phase trajectories are generated for the flap joints due to the robot’s configuration. Left flap joints are symmetrical to the right flap joints, and because the diagonal limbs move out of phase, the generated trajectories must be in phase (middle panel of Fig. 12).

The knee joints flex and extend at the correct times, reducing the limb length while on swing and extending the limb during the stance phase (bottom panel of Fig. 12).

The platform’s weight and the resultant dynamics from forces on the limbs influence the performed joint angles. For instance, right fore knee does not extend to the planned value. Considering forelimb swing joints, during the stance phase, the weight of the robot induces a further extension of the joint.

Highest discrepancies between generated and performed trajectories can be seen in flap joints. While generated trajectories overlap (left panel), this does not happen in performed movements (right panel). This difference is mainly due to the forces exerted over the limbs and to the fact that flap joints have less torque than swing joints.

Despite these discrepancies, main features of the generated trajectories are still present on the performed joint trajectories, and the desired robot motion was achieved.

7.2. Diagonal walk

In this experiment, we verify the robot ability to walk with a given walking direction. The robot performs a slow walking gait...
the hip flap oscillators to \( \phi \) is achieved by choosing the oscillators direction in the hip swings, swing and flap joints have rhythmic movements. Forward motion is achieved by choosing the oscillators direction in the hip swings, \( \nu_l = 1 \). Right lateral motion is achieved by setting the direction of the hip flap oscillators to \( \nu_l = \nu_f \) and \( \nu_l = \nu_f = 1 \).

Both swing and flap joints should perform stepping movements with the same amplitudes, propelling the robot equally forward and left.

Fig. 13 shows an image composition of the resulting robot behavior, a motion close to \(-45^\circ\) diagonally.

Fig. 14 depicts planned (left panel) and performed (right panel) trajectories for hip swing, hip flap and knee joints. As expected, swing and flap trajectories have equal amplitudes. Further, intralimb and interlimb joints are coordinated as required. Hip swings and hip flaps are synchronized because swing and stance step phases are in phase. Directions in left fore and hind limbs are inverted as specified in the parameters.

Generated and performed joint movements are much more similar than on the steering experiment because since the frequency of movements is lower and the used gait is much more stable, the resulting dynamics of the body exert less force on limb joints.

These results show that the proposed controller is well-suited for the generation of synchronized movements between the joints in a limb (intralimb coordination) and between the joints of different limbs (interlimb coordination).

7.3. Walking laterally

In this experiment we demonstrate the robot capacity to walk laterally with a walking orientation \( \phi_w = 90^\circ \). The robot performs a slow walking gait according to \( m = 1 \), yielding a \( \nu = 0.8 \) and \( \nu_{ref} = 0.75 \). This requires the hip swing joints to be at rest, \( \nu_s = -1 \), \( i \in \{ LF, RF, LH, RH \} \), while the hip flap joints perform the rhythmic locomotor movement, \( \nu_f = 1 \). In order for the robot to move to the left, hip flap joint directions are set as \( \nu_f = 1 \) and \( \nu_f = -1 \).

Fig. 15 shows snapshots of the robot walking laterally.

### 7.4. Steering diagonally

If the robot moves with a certain walking orientation and angular velocity, the robot will perform a circular path while not heading straight forward, i.e., the body orientation will not be tangential to the circle specified by the angular velocity.

In this experiment, the robot moves with a trot gait, specified by \( \nu = 0.5 \) and \( \nu_{ref} = 0.5 \), achieving a \( \nu_{ref} \approx 0.75 \). The walking orientation is set to \( \phi_w = 65^\circ \) and angular velocity to \( \phi = 0.27 \) rad s\(^{-1}\). The robot is expected to walk while turning, heading about \( \approx 65^\circ \) to the center of its circular path with 22 cm radius. The obtained robot path is shown in Fig. 16.

Similarly to previous experiments, flap joints have more difficulty in following the planned trajectories. However, the performed trajectories do present the features of the planned trajectories, even though the forces exerted on the limbs, due to the body dynamics, influence the angles of the joints (Fig. 17).

Despite the discrepancies between generated and performed trajectories, the robot does perform the desired path with an heading orientation that approximates the desired one.
These experiments have shown that by specifying \( m \); the walking orientation \( \phi_w \); and the angular velocity \( \dot{\phi} \); the required movements for limbs in order to achieve omnidirectional locomotion and velocity change can be fully characterized.

Further, these experiments suggest that the calculation of the movement amplitudes and directions of each limb, despite being based on an approximate velocity value, can successfully be used to modulate the CPG parameters in terms of the desired translational speed, angular velocity and walking orientation. The generated trajectories are modulated as required and the robot is able to perform omnidirectional locomotion.

However, the performed locomotion showed some inconsistencies in performance. For instance, sometimes a foot did not lift from the ground, or the robot fall over a foot during its swing phase. These performance inconsistencies happen when generated limb movements are not appropriate for the body dynamics at a given instant, given the linear and angular momentum. Therefore, performance is largely dependent on movements amplitude and direction during omnidirectional locomotion, which are specified according to the desired gait, walking orientation and angular velocity.

Note, however, that the proposed controller generates limb trajectories in an open-loop fashion, and does not take into account neither the body dynamics or any type of sensory information. In the future, these should be included onto the model, by closing the control loop. Nonetheless, the robot performs the desired locomotion and the obtained results have been quite satisfactory, especially considering the simplicity of the system. The underlying idea is that such an architecture is functionally organized on separate layers of abstraction. Higher levels specify the desired motor patterns which are then translated to correct sets of CPG parameters and sent to the lower level.

Herein we do not consider the important problem of selecting the best omnidirectional movement. For instance, in order to walk diagonally the robot could either walk diagonally or instead rotate in spot and then walk forward in the desired direction. This selection and performing this successive gait transition will be addressed in future work. Herein we consider the robot is able to perform movement in any direction and address the gait generation required to implement this omnidirectional movement in an AIBO quadruped robot. We also address the robot navigation ability such that the robot is capable of reaching a target within a cluttered environment.

8. Navigation application

If the omnidirectional locomotion motor program (MP) is expected to be useful in a behavioral context, it has to be more adapted to the environment, and a more complex form of sensory motor integration is required. In this section, we address the robot navigation ability such that the robot is capable of reaching a target within a cluttered environment.

Visual information is acquired through a fixed camera mounted on the head of the robot, facing. Target and obstacles are represented in the world by green and red colored balls, respectively, with known dimensions. The location of the target and obstacles is continuously extracted from visual segmented information.

Since this work is focused on real-time visual control rather than scene understanding, image processing has been simplified by working in a structured environment, returning to the system the object distance and its angle to the robot.

Steering is based on a dynamical system that determines the heading direction angle (steering angle) and paths that enable the robot to circumnavigate obstacles and find their way to a target, while at all times the dynamical variable sits in a fixed point attractor. Extensive studies about this system can be found in [12,30,40,56].

This dynamical system provides the robot’s desired heading direction \( \phi_h \).

The robot’s angular velocity \( \dot{\phi} \), one of the commands that specify the desired omnidirectional locomotion, is the output of another dynamical system based on the discrepancy of the robot’s desired and current heading directions.

The desired tonic drive (\( m \)) is herein given by another, very simple, dynamical system, that assures that in case obstacles are present, the robot’s velocity is reduced as required.

The third and last command, the walking orientation (\( \phi_w \)) is kept constant, with the robot always facing forward.

8.1. Heading direction dynamics

The robot’s heading direction, \( \phi_h \), in angular space and in an allocentric coordinate, is controlled by a nonlinear vector field in which task constraints contribute independently. The task of
reaching the target, $F_{\text{tar}}(\phi_h)$, attracts $\phi_h$ towards the direction in which the target lies. The task of avoiding obstacles, $F_{\text{obs}}(\phi_h)$, repels $\phi_h$ from the direction in which obstacles are perceived. These variables are depicted in Fig. 18.

Integration of these tasks is achieved by adding each of them to the vector field that governs heading direction dynamics.

\begin{equation}
\dot{\phi}_h = F_{\text{obs}}(\phi_h) + F_{\text{tar}}(\phi_h) + F_{\text{stoch}}.
\end{equation}

A stochastic component, $F_{\text{stoch}}$, is added to ensure an escape from unstable states. For a full discussion see [12,30,56] for examples. This approach differs from the potential field approach basically in the aspect that the state of the behavioral system must be in or near an attractor state of the dynamical system during operation.

8.1.1. Target reaching

The following dynamics are formulated for the task of target reaching

\begin{equation}
F_{\text{tar}}(\phi_h) = -\lambda_{\text{tar}} \sin(\phi_h - \phi_{\text{tar}}).
\end{equation}

This dynamical system erects an attractive forcelet at the direction $\phi_h = \phi_{\text{tar}}$, specifying the position of an attractor in the heading direction dynamics.

The parameter $\lambda_{\text{tar}} (> 0)$ controls the speed of convergence of the target attractor in the heading direction dynamics.

8.1.2. Obstacle avoidance

In this case, we wish to steer away from the detected obstacles. A repulsive-force, $f_{\text{obs},i}(\phi_h)$, centered at $\phi_{\text{obs},i}$ is erected for each obstacle $i$ detected, and summed up for the overall obstacle avoidance dynamics

\begin{equation}
F_{\text{obs}}(\phi_h) = \sum_i f_{\text{obs},i}(\phi_h) = \sum_i \lambda_{\text{obs},i} \left( \phi_h - \phi_{\text{obs},i} \right) e^{-\frac{(\phi_h - \phi_{\text{obs},i})^2}{\sigma_i^2}}.
\end{equation}

Parameter $\lambda_{\text{obs},i}$ controls speed of convergence of each erected repulsive-force and decays exponentially with the distance between obstacles and the sensors.

Parameter $\sigma_i$ defines the angular range over which each obstacle forcelet exerts its repulsive effect.

Precedence of obstacle avoidance is accomplished making the strength of the obstacles contribution stronger than the target contribution.

The steering dynamics is given by

\begin{equation}
\dot{\omega} = -\alpha_\omega (\omega - \Delta_\phi) \left[ 1 + (\omega - \Delta_\phi)^2 \right],
\end{equation}

that formulates a simple attractor ($\alpha_\omega > 0$) at $\Delta_\phi$, specifying the robot’s angular rate with the goal to steer towards the desired heading direction. $\Delta_\phi = \phi_h - \phi_r$, where $\phi_r$ is the robot’s actual heading direction.

8.2. Velocity dynamics

The robot’s gait, and its velocity, is controlled by the tonic drive command $m \in [0, 2.5]$, which is Afterwards mapped onto the required CPG parameters. The robot has to slow down when coming close to an obstacle, changing from the trot gait ($m = 2.5$), used when the path is clear, to a walk, or even crawl when it approaches an obstacle. The following dynamics for the $m$ variable

\begin{equation}
\dot{m} = -\alpha_m \left( m - \frac{2}{1 + e^{-m_c (\min(d_{\text{obs},i}) - m_c)}} \right),
\end{equation}

shifts the fixed points depending on the current tonic drive and the distance to obstacles within a $m_c$ range. By setting $m_a$ and $m_c$ parameters, we specify the curve response for $m$ on the minimum distance over all the detected obstacles $(\min(d_{\text{obs}}))$. Parameter $\alpha_m$ sets the convergence of $m$ to the solution.

8.3. Experiment

We are particularly interested in the architecture ability to switch between and combine MPs. This results on switching or sequencing between discrete and rhythmic movements (stopping/initiating locomotion) and superimposing both behaviors (gait transition and omnidirectional locomotion).

In this section we present the simulation results for an autonomous omnidirectional locomotion with a navigation dynamical system. These simulations were performed in Webots.

Experiments are delineated such that the selection between the MPs is triggered according to external stimuli. The robot walks in an environment towards a visually acquired target. During its path, obstacles may appear and force the robot to adjust its motion in order to successfully reach the target. This may oblige to object circumnavigation. The navigation system provides for the robot angular velocity and the required translational speed. These together with the robot walking direction, modulate the amplitudes of the flap and swing oscillators. The CPG parameters are modulated accordingly and the joint’s movements are generated such that the robot reaches the target, as required.

At each sensorial cycle, dynamic equations of heading direction and motor control are calculated and numerically integrated using the Euler method with a fixed time step of 1 ms, thus specifying servo positions. The robot control loop is measured and has 8 ms.

The built-in camera in the AIBO’s head is used to detect online both obstacles and the goal. These are balls with known size, with distinct colors for the obstacles (red) and for the goal (green). Simple image processing is used to gather the distance and the angle of visible objects. The goal is always located higher such that obstacles do not block its visibility.

Consider the experiment depicted in Fig. 19, in which while the robot walks towards the target, two obstacles block its most direct route. The video can be seen in [57]. Fig. 20 depicts the distance to obstacles (top) and the $m$ tonic drive (bottom). $\phi_h$, $\phi_{\text{tar}}$, and two different $\phi_{\text{obs}}$ (top) and $\omega$ (bottom) are shown in Fig. 21.

Initially, at $t = 0$, the robot is stopped ($m = 0$). The robot faces both the target and two obstacles. The tonic drive increases towards $m = 2.5$, to reach the nominal trot gait (Fig. 20, left). As the robot approaches the obstacles ($d_e < 1$ m), it adjusts the gait...
Fig. 19. Six top-view relevant snapshots of the simulation. Time increases from left to right, top to bottom. The robot avoids the two red obstacles, and walks towards the green target. Snapshots of the camera view at those instances are presented at the left down corner of each snapshot.

Fig. 20. Distance to obstacles (top) and the tonic drive (bottom) for the simulation depicted in Fig. 19. CENTER: as the robot approaches an obstacle, it adapts its gait to slow down the locomotion. RIGHT: when no obstacle is detected, it walks with its nominal trot gait.

Fig. 21. \( \phi_h, \phi_{\omega}, \) and two different \( \phi_{obs} \) (top) and \( \omega \) (bottom) variables for several intervals of time along the simulation depicted in Fig. 19. LEFT: the robot steers left \( (\omega > 0) \) to avoid the obstacles on its right. MIDDLE: after clearing the obstacles, it steers back to the target. RIGHT: when facing the target, it walks straight forward \( (\omega > 0) \).

in order to slow down and safely steer away (Fig. 20, middle). The gait is only slightly adjusted, never reaching the walk gait \( (m < 1) \).

The robot walks towards the target, but steers away from the obstacle (snapshot at 12 s). Obstacles are to the left of the robot (red and green lines), so it steers left \( (\omega > 0) \). However, while it steers away from the obstacles, it also steers away from the target (dark blue line) (Fig. 21, left).

Fig. 22. \( \omega \) variable (TOP) and trajectories of the hip swing (MIDDLE) and flap joints (BOTTOM) of the fore left (yellow) and hind left (red) legs for several intervals of time along the simulation depicted in Fig. 19. Left swing movements decrease when steering left \( (\omega > 0) \), and increase when steering right \( (\omega < 0) \). Flap rhythmic movements are performed when steering, with opposite step directions for steering left and right. (For interpretation of the references to colour in this figure legend, the reader is referred to the web version of this article.)

After clearing the obstacles, the robot steers back to the target’s direction (Fig. 21, middle). This situation can also be visualized in snapshots at \( t = 18, 25 \) s in Fig. 19.

In the final moments of the simulation, \( t \approx 49 \) s, there are no more obstacles, and the robot walks with \( \omega = 0 \) rad s\(^{-1} \) (Fig. 21, right) towards the target. The tonic drive is increased towards 2, performing a trot (Fig. 20, right).

When the robot steers to the left \( (\omega > 0) \) the amplitudes of hip swing on the left decreases, while on right side increases, and the hip flap swing starts to move (Fig. 22, left). All these coordinated movements of swing and flap joints steer the robot left.

When steering right \( (\omega > 0) \), the robot increases the left hip swing amplitudes, while the flap joints invert their step direction (Fig. 22, middle).

After facing the target, the robot walks forward. Hip swing movements have the same amplitudes on both sides, and the hip flap joints stop their movement (Fig. 22, right).

Finally, at \( t \approx 60 \) s, the robot autonomously reaches the target, after switching among the required motor programs.

9. Conclusion

In this article, we have proposed a bio-inspired architecture to: (1) generate the required coordinated trajectories for locomotion; (2) to modulate the generated motor patterns according to a velocity increase; (3) to achieve omnidirectional locomotion in terms of the walking velocity, given orientation and angular velocity; and (4) to navigate in the sensed environment (steering). Further, the switch among the different motor programs (MPs) was smooth and easily elicited according to visual sensory information.

We have achieved omnidirectional locomotion in a non-spine robot, by a combined use of the flap and swing hip joints. The movement generated by a limb-CPG results from the coupling of swing and flap oscillators. The proposed CPG was designed using
an Hopf nonlinear oscillator, which presents several desirable advantages in robotic applications. These include the possibility of integrating sensory feedback mechanisms already presented in other works [11,19] and the possibility to explore new ones. Its application also allows the coordination of all the limbs in all the omnidirectional motions.

In this work it was also presented a method for modulating all the CPC's parameters, requiring hand tuning for just a small number of parameters. A steering command modulates activity of the steering MP through modulation of the flap and swing amplitudes. The generated movements are modulated through higher level commands that encode the desired walking motion in terms of the translational speed, the walking orientation and the angular velocity; therefore reducing the dimensionality of the control problem.

We demonstrate the system working on a goal-oriented locomotion task. The robot walks towards a given target while avoiding obstacles, by steering and changing its velocity. The obtained results demonstrated that the proposed controller is capable of generating the required limb movements navigation including omnidirectional locomotion and gait switching.

The presented work takes part of a larger project which aims at developing a closed loop control architecture based on dynamical systems for the autonomous generation of robust, adaptive goal-directed quadruped locomotion in unknown, rough terrain.

For generating adaptive locomotion we are currently addressing accurate feet placement; predictive adjustments of locomotion including speed and/or step length control in advance and head stabilization for image acquisition. This work should also be integrated with our work for posture and balance control [11].
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